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ABSTRACT 

 

Architecture addresses the Non-functional requirements (NFRs) that are the qualities of the system. Functional requirements 

(FRs) are being taken under consideration at the early stage of software process development while NFRs are not taken into 

account. Usually, the NFRs are being focused at the end of the project, which does not fulfill the desired qualities. Early design 

decision is very important to achieve a strong connection between design and requirements, quality of a system and a consistent 

software product. The position which we put forward, the NFRs should be focused at architectural.  Both runtime NFRs (such as 

performance, security and fault tolerance) and some of those which are not runtime (such as maintainability) should be considered 

at the architectural level. In this paper, we present a collaboration methodology to integrate the NFRs and Architecture. The 

proposed methodology focuses on the close collaboration of architect and analyst of the system. Specially, we elaborate this 

collaboration in form of the involvements of architect into the requirements.  
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1. INTRODUCTION 
 

Usually, NFRs are rarely taken under consideration in most of the software development processes. It is rarely considered 

due to their very high abstraction level, less support of tool and languages, complexity, and informality [1]. NFRs have high 

abstraction level because they cannot be expressed quantitatively. Such as performance, fault tolerance, availability, 

maintainability etc. Functional requirements are being incorporated into software architecture at early stages of process, at the end 

of process all of them are implemented to satisfy the requirements defined at early stages [2]. Most of the methods, techniques, 

languages and tools are introduced to capture the functional requirements. NFRs are not taken into account at the early stage of 

the software development process, that effect the system Software architecture decision focuses and pay primary attention to 

NFRs [3]. The architecture depicts the FRs and NFRs. Early design decision is required to strengthen the connection between 

requirements and design [4],[8].  

The architectural decision taken for an application affects the   NFRs. If performance is critical issue, we need to localize 

critical operations within a small number of subsystems with minimized inter communication. If security is demanded, we need to 

use a layered architecture. Similarly, if safety is important, we need to deploy small number of subsystems. If the focus of the 

application is on the maintainability, we need to use fine-grain, self-contained and replaceable components. NFRs cannot be 

evaluated without looking at the system as a whole because NFRs are described as attributes of the system that contributes to the 

overall quality of the product. This is the evident of the fact that the NFRs are very complex. On the other hand it is also evident 

that non-functional requirements are also very important since they contribute to the overall quality of the resulting system [5]. 

Requirements and architectural design in the early stage of the software process development is the demand of today. It is due to 

the increasing size, complexity, distribution and heterogeneity [6][9].  If it is dealt altogether at early stage, the result will be 

satisfactory and fulfilling the customers’ demand. FRs, NFRs must be realized through the architecture [10,17,18]. 

Non-functional requirements compete and conflict each other (such as maintainability and performance). Using large-grain 

components improves performance but reduces maintainability. Similarly, introducing redundant data improves availability but 

makes security more difficult. If both performance and maintainability is required, we need a compromised solution. For example 

to compromise with availability, we need to sacrifice in rush hours and include some down time. A tradeoff is needed to involve 

finding an optimal solution. The development of large software systems is the need of almost every organization. Because of the 

involvement of the non-functional requirements, software architecture design has become an important step in large software 

development [11,14,15,16]. In this paper we define the methodology to have better communication between the architect who 

build the architecture of the system and the analyst who is responsible for the requirements gathering. We also put forward the 

issue that NFRs should be focused at architectural level and should be described properly through using some quantitative method 
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such as associating some metrics. Our proposed methodology gives an idea to collaborate the architect and analyst. We also 

elaborate the proper communication between architect and analyst. 

The rest of the paper is as follow: Section 2 discusses the related work of integrating the NFRs and architecture. In section 

3 we introduce our proposed collaboration methodology between architect and analyst. Finally, section 5 concludes and gives 

future work. 

2. RELATED WORK 

 

Software architecture is the first step after the requirements elicitation of software development process. The basic purpose 

of the architecture is to ensure the productivity of the functional requirements (FRs) at the end of the product. The non-functional 

requirements (NFRs) are usually focused at the end of the product due to which the qualities of the system are affected. A number 

of techniques are studied to deal both the architecture and NFRs together in order to achieve the functionalities and qualities at the 

end of the product. The focus of technique may vary from each other, for example one technique may provide some practical 

solution, whereas another technique may only argue the issue or provide a framework to cater the issue of integration. Parmenides 

framework defines how to deal with NFRs within the software development process. The framework describes the NFRs, their 

refinement, mapping into actual implementation, and integration with functional requirements (FRs). The framework also defines 

precisely how NFRs are expressed and integrated into an architectural-based development. Furthermore, it defines two languages 

for describing NFRs, an integration strategy, a set of refinement rules and a mapping strategy [1]. The transactional and non-

functional requirements (NFRs) are formally incorporated into dynamic software architecture. An appointment system is also 

proposed in order to demonstrate how this approach can be utilized in a real application. Furthermore, three NFRs properties have 

been chosen to focus which are safety, availability and performance [2]. Similarly, use case-based approach to describe NFRs. 

The approach is based on the concepts of architectural policies. This approach is used to employ use cases and scenarios to 

describe non-functional requirements [3]. GRL (Goal Oriented Requirement Language) is a language for supporting goal and 

agent oriented modeling and reasoning of requirements, especially for dealing with NFRs. A UCM (a scenario oriented 

architectural notation) is also presented. Goals are used in the refinement of non-functional (NFRs) and functional requirements 

(FRs), exploring alternatives, their operationalization into architectural constructs [4]. CBSP (Component, Bus, System and 

Property is used to reconcile software requirement and architecture. Furthermore, CBSP minimize the gap between high level 

requirement and architectural descriptions. CBSP also allows identifying and isolating 'ilities' for the purpose of improving nun-

functional properties and allows capturing and maintaining arbitrarily complex relationship between requirement and architectural 

artifacts [6,12,13]. The framework lies on an XML-based integration core and semantics relation between the models are 

represented [8,19,20]. The process of integrating FRs, NFRs and architectural options (AO) should be fundamentally based on 

experience. The authors have presented a comprehensive approach to convert the major issues related to the FRs and NFRs and 

AOs. The proposed approach supports the elicitation, specification and design activity [9]. The FRs, NFRs and architecture must 

be focused together, because they constraint each other. In addition, the architecture addresses the NFRs in the early stage of 

design. The FRs, NFRs and architectural   design must be developed in a tightly integrated approach [1]. 

 

 

 

 

 

 

 

 

 

3. PROPOSED COLLABORATION METHODOLOGY. 
 

Non-functional requirements reflect the architecture, and in the same way NFRs are reflected by the architecture. Figure 1 

depicts this relationship of NFRs and architecture. According to Figure 3.2 if software is desired to achieve certain NF attributes 

(such as maintainability, performance, reliability), then the architecture needs to be formulated accordingly. Similarly, a specific 

architecture (which is being formulated) depicts specific non-functional attributes which interm are the qualities of a system. If 

certain architecture is designed then the specific non-functional attributes of the desired system will be reflected. 

Requirements are gathered and analyzed by analyst. He is responsible for thoroughly eliciting the requirements. He is also 

responsible for the categorization of functional requirements and non-functional requirements. Analyst thoroughly does the 

analyses of the NFRs. After properly handling NFRs, finally the analyst specifies the requirements in a form of a document. On 

the other hand, architect performs the design activities of the software system. 

The design starts from the high level design which is also called architecture. He gets start form the requirements 

document. The problem we face, is that the architect does not have any sort of involvement in formulating this document. In order 

Non-

Functional 

Requirements 

Architecture 

Figure 3.1: Relationship between NFRs and Architecture 
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to integrate the NFRS and architecture, a close collaboration among architect and analyst is needed. This close collaboration 

provides a strong connection of NFRs and architecture.  

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

Our methodology of close collaboration helps the architect to get understanding of the requirements. It promotes architect to have 

a thorough comprehension of the stakeholders and their needs. Furthermore, it tells about the importance of stakeholders and 

scope understating for the architect. The proposed methodology of collaboration is achieved through involvement of architect into 

the analysis activities. 

 

3.1 Architects Involvement in Requirement Document 
Architect should collaborate with the analyst in formulating the final draft of requirements. Software requirement 

specification is the final draft of requirements. SRS includes the overall requirements captured and analyzed by the analyst. 

Therefore a strong involvement of the architect is needed. This scenario is depicted in figure 3.2. 

3.2 Architect Awareness of Stakeholders 

In order to have a strong connection between architecture and the non-functional requirements, the architect must be aware 

of the major stake holders and their needs. If architect is aware of the stakeholders and their needs, then he would design the 

architecture accordingly. In figure 3.2 the arrow towards the stakeholders shows that the architect gets involved into the stake, and 

the requirements and goals of the stakeholders.  

3.3 Architect Awareness of the Scope Statement 
The overall objective and the acceptance criteria is mentioned in the scope statement. It also depicts some of the NF 

attributes. The architect must be aware of this scope in order to build a good architecture that reflects the desired NFRS 

accordingly. Arrow towards scope statement in the figure 3.2 depicts the importance of the understanding of the scope statement 

in order to have a sophisticated architecture. 

 

4. Conclusion and Future Work 

 

Software architecture is widely used to address the functional requirements of the application. A number of techniques, 

methodologies, languages, tools, and processes are introduced to cater the functional requirements of the software. An important 

consideration is that, the software architecture addresses the non-functional requirements as well. Specially, runtime qualities of 

the software system (such as performance, security, availability and fault tolerance) are thoroughly addressed by the architecture. 

In this paper, we proposed a methodology to collaborate between architect and analyst. This collaboration is from the architect 

side mostly.  We conclude that non-functional requirements should also take into account at architectural level. Functional 

requirements and nun-functional requirements must be deal together in order to achieve better interconnection between design and 

requirements.  

We also highlight some of the future intentions. The test and inspection of NFRs is very important. Different people might 

have different expectations from NFRs, so they are needed to be tested and expected properly. This testing fan inspection can 

only be possible, if we describe the NFRs properly. NFRs could be described using the proper quantitative method which is 

indented for the future work. 
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