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ABSTRACT

Software security has a huge impact on almost all areas ranging from banking systems to critical systems. The rapid expansion of internet and distributed systems has forced developers, designers, engineers and manager to consider software security as an essential activity for their systems. Software security does not depend on the external measures such as firewalls but also on the internal security of software applications. Internal security of software systems is a major concern of current software systems. A number of methodologies have been developed over the time to address the issues of software security. In this paper, a survey of these methodologies has been presented. This paper surveys the methodologies only used for the internal security of software systems. The methodologies used for external security of software systems are not in the scope of this paper. This survey has focussed on four parameters of the methodologies: model driven methodologies, methodologies having automatic tool support, methodologies having no tool support and methodologies based on formal methods. A critical analysis of the methodologies is also presented. Future research directions are also discussed based on the critical analysis to develop a more secure methodology for software systems.
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1. INTRODUCTION

The rapid growth of distributed systems and internet software security has jumped from external protections to highly secure design of software systems. The software systems are more vulnerable to security attacks now as compared to past when internet was not so advanced [60]. Attackers have become advanced and applying sophisticated techniques to breach the security of software system and gaining access to devices they are controlling [11]. The increasing dependence of devices on computer for automation and accuracy and weak links of network mechanisms are another reason of breaches. Therefore, more consideration is required to address security issues of software systems [62]. In the context of current systems where information, processing and infrastructure are distributed the security issues of software systems becomes more critical [20][45]. In the past main focus was on capturing functional properties of software systems and very little attention was given to non-functional behaviours such as security [59]. Whole concentration was made to protect software systems from outside environment and controls such as firewalls were installed to protect them [19]. There was no particular methodology in practice and whole dependence was on best practices. It was soon realized that external protections in the form of firewalls, network level control and operating systems level controls were not much enough to secure software [43]. Security issues should be addressed at the design level of system[32]. To ensure security into the software systems, software designs must be analysed, verified and validated using mathematical techniques such as formal methods, theorem provers and model checkers [11][29]. The rest of the paper is organised as follows: Section 2 describes a survey of model driven methodologies. Section 3 surveys methodologies having automatic tool support. Section 4 presents a survey of methodologies having no automatic tool support. Section 5 introduces a survey on methodologies based on formal methods.

2. Model Driven Methodologies

In Model Driven Methodologies, models are used as the basis for the development of software systems. The models of software systems are developed starting from specification to design. These models are platform independent. The resulting models can be implemented on any machine, any operating system and any programming language.

2.1 Model Driven Architecture (MDA).

Model Driven Architecture (MDA) is a methodology based the development of system models and then all the other phases of systems are derived from the previous models. Model Driven Architecture methodology helps to specify software systems without taking care of platforms for their implementation. In Model Driven Architecture methodology, basic component for developing systems are models and are used for the production of specification, construction of design, testing of properties, deployment of systems, operations of the system and maintenance. The key features of this methodology are portability, interoperability and reusability[46][40][41][4].

2.2 Model Driven Security.

Model Driven Security uses Secure UML which is an extension to UML and is based on Model Driven Architecture. Secure UML is used to generate the system architectures from the system models. Then security mechanisms are generated from these models [5] and [34]. Secure UML defines nine stereotypes to annotate a class diagram with role-based access control information. Secure UML uses OCL (Object Constraint Language) to specify constraints for assets, actions and
permissions. This methodology is lacking automatic transformation from models to code [55]. SecureUML is a generic security policy language and it focuses on modelling access control to protected resources.

3. Methodologies with Automatic Tool Support
In these methodologies there is an automatic tool support for the development of software systems. The automatic tool may be an editor, an analyser or some other tool facilitating the process.

3.1 UMLSec. UMLSec, an extension to UML is a methodology to specify security requirements. It uses stereotypes, tags, constraints, class diagrams, state charts, activity diagrams, sequence diagrams and deployment diagrams to model security into components of the systems. This approach recommends multilevel security and mandatory access control. UMLSec consists of 21 stereotypes used to specify security requirements such as non-repudiation, role-base access, fair exchange, secure communication link, confidentiality, integrity, authenticity etc. UMLSec has been integrated with CASE tools that support automated analysis routines in order to verify the models developed with UMLSec against security requirements by utilizing the constraints associated with the UMLSec stereotypes. Models in UMLSec can be verified by using model checking[31][64][47].

3.2 Abstract State machine language (AsmL). Abstract State machine language (AsmL) is a software specification language. Attack scenarios are specified in AsmL and later on Snort rules are derived from them. Then these rules are used in Snort, an Intrusion Detection System (IDS). Attacks with multiple steps can be specified in AsmL[26].

3.3 AsmLSec. AsmLSec, an extension to AsmL uses states, events and transitions to represent attacks. Each transition has a source state, destination state, a set of conditions to fire a transition and actions to be performed in case the transition is fired. Attack scenarios modelled in AsmLSec can be translated to AsmL which are used in IDS[50].

3.4 Snort. Snort, an intrusion detection system (IDS) used to detect an attack over a network by using attack scenarios as rules. It specifies the actions to be taken if a rule is matched with a network packet, the source and destination IP address and ports, the protocol of the observed network and direction of the network packet[51].

3.5 STATL. State/Transition based Attack description Language (STATL) is based on finite state machine. It used state and transition to specify an attack. Transitions have events to fire a transition and actions. STATL specifications can have executable code and a development environment along with visualization facilities of attack scenarios. The most important features of STATL are simplicity, expressiveness, rigor, extensibility, excitability, translatability, portability and heterogeneity. The STATL is supported by a graphical development editor to visualise the models. Attack scenarios in STATL are used by Intrusion Detection Systems for the detection of intrusions in the networks. A toolset has been developed to implement STATL based intrusion detection systems. Attack scenarios defined in STATL are domain independent and can be used in different environments such as UNIX, Linux, Windows, and Solaris[15].

3.6 Secure Tropos. Secure Tropos is an Agent-Oriented Software Development Methodology covering all the stages of SDLC from requirements to implementation. It is based on the idea of incremental development. Secure Tropos is a four step methodology in which actors, goals, soft goals, their dependencies and their security requirements are identified as first step. Then further goal and sub goals are identified by in depth analysis of first step activities. New security constraints are identified based on new goals. At the final stage, tasks are defined to achieve sub goals. These constraints are the security requirements. SecTro is a tool to support development with Secure Tropos[42][25][8].

3.7 Security Quality Requirements Engineering (SQUARE). SQUARE is a methodology for secure software system development. It is a 9 step process consisting of: agree on definitions, identify security goals, develop supporting artefacts, perform risk assessment, select elicitation techniques, elicit security requirements, categorize requirements and prioritize requirements. It has a tool support called SQUARE Tool to automate all of the above nine steps [37].

3.8 Security Requirement Engineering Process. Security Requirement Engineering Process (SREP) is a process to capture security requirements. It is based on Common Criteria and has support of an automatic tool, SREP Tool. The basic theme of this process is to reuse the security requirements and add reusable components to Security Resources Repository (SRR). SREP process consists of 9 phases: agreement on security definitions, identification of critical assets, identification of security objectives, and identification of threats using misuse cases or attack trees, assessment of asset risk, extraction of security requirements, categorization and prioritization of security requirements, requirements inspection and addition of reusable components to SRR[39].

3.9 Microsoft Secure Development Lifecycle (SDL). Microsoft Secure Development Lifecycle (SDL) is a complete development process based on the principles of secure by development, secure by default, secure by deployment and communication. In SDL development process, user requirements are identified, high impact security components are highlighted, design techniques are finalized, access points are identified, threat modelling and risk analysis is performed and security requirements are identified. In addition, completion criteria, testing, code reviews, static code analysis using tools, security code reviews and security testing to identify security objectives are finalized. It recommends the use of mitigation techniques in the design phase and secure coding practices in implementation phase [33].

3.10 Comprehensive, Lightweight Application Security Process (CLASP). Comprehensive, Lightweight Application Security Process is a security requirements engineering process in this process first of all, resources, assets and roles are identified. Secondly, resources and assets are categorized into classes according to the level of required security required. Interactions for resources are identified. Based on the interactions of assets, security requirements are identified including authorization, authentication, integrity, confidentiality, availability and accountability. CLASP has a tool support. CLASP is also secure software development process consisting of activities according to roles defined during development. CLASP also suggests the assignment of a security expert from the beginning of development. For the requirement specification phase, CLASP advocates performing risk analysis and threat modelling. An attacker profile should also be developed based on the potential attacker and their resources. Moreover, the attack surface and security features that need to be implemented should be identified. According to CLASP, risk analysis and threat modelling should be performed again during the design phase. CLASP proposes to annotate class diagrams with security information. In the security assurance phase, CLASP recommends performing security code reviews,
security code scanning, and security testing. CLASP also provides a list of common vulnerabilities with comprehensive information about how and when they can be introduced during development and how to avoid them [59] [14].

4. Methodologies without Tool Support
In these methodologies there is no tool support helping to automate the process of development. These methodologies are just frameworks, processes or guidelines.

4.1 UMLIntr. UMLIntr is an extension to UML in which stereotypes and tags are used to specify attacks using case diagrams, class diagrams, state charts and package diagrams. UMLIntr (UML for intrusion specification) is used to specify intrusion scenarios. It eliminates the need of a separate attack specification language. Authors described a framework for intrusion identification, intrusion specification and generation of intrusion signatures to be used in intrusion detection systems. But the authors did not describe any automated tool[30].

4.2 Misuse cases. Misuse cases are a special type of UML use case that describes the misbehaviour of the software. A misuse case is started by a misact or which in turn along with misuse case can be used to generate more use cases to eliminate the threats posed by misuse cases. First use cases and actors are specified then misuse cases and mis-actors are specified. After that the relationships between use cases and misuse cases are identified. Then new use cases are specified. These new use cases form the high level security requirements of the software[54][7][61].

4.3 Abuse cases. Abuse cases are another way for the specification of undesirable behaviour. Here abuse case model is obtained by using UML use case diagrams and there is no notational difference between use case diagram and abuse case model. All harmful interactions are identified by using actors and abuse cases. All the approaches to perform a particular attack (e.g.,sql injection) are specified in a tree structure and hence identification of all possible approaches for all possible attacks. A textual detail of all actors must also be included[35].

4.4 Haley Framework. Haley framework unifies the requirements engineering and security engineering by getting functional requirements from requirements engineering and security requirements from security engineering along with assets, threats to those assets and goals to protect those assets[27].

4.5 McGraw’s Secure Development Life Cycle Process. McGraw’s Secure Development Life Cycle Process recommends the addition of some secure software development activities to conventional SDLC during different development phases. These activities include risk analysis, risk-based security testing, static analysis and penetration testing guided by abuse cases and security requirements[36].

4.6 Appropriate and Effective Guidance for Information Security (AEGIS). Appropriate and Effective Guidance for Information Security (AEGIS) is an SSDLC process based on spiral model and recommends the identification of assets and performing risk analysis. It consists of four session process. During first and second phase abuse cases are used to identify assets and their relationships along with requirements about confidentiality, integrity and availability. In third session, risk, vulnerabilities and threats are identified. In fourth session security requirements are identified. The risk analysis methods includes determination of vulnerabilities, determination of cost and likelihood of an attack in the deployed environment, selection of security requirements based on security expert’s advice, cost-benefit assessment of the selected security requirements, comparison between the cost and likelihood of each attack against the cost of security requirement and selection of security requirements based on cost effectiveness. Modelling language is UML[18].

4.7 Secure Software Development Model (SSDM). Secure Software Development Model (SSDM) is a waterfall based model in which all potential attacks are identified using threat modelling in the requirement engineering phase. Based on threats, a security policy will be designed to be followed through the whole process and assurance will be achieved by penetration testing. It is just a methodology with no tool support[57].

4.8 Aprville and Pourzandi’s Secure Software Development Life Cycle Process. Aprville and Pourzandi’s Secure Software Development Life Cycle Process is based on the identification of security objectives, identification of security requirements by threat modelling, prioritization of security requirements, representation of design decisions by UMLSec, choosing proper secure programming language, usage of verified algorithms for cryptography, code reviews, static vulnerabilities code scanners, ad-hoc unit and system security testing and fuzz testing[49].

4.9 Secure Software Development Process Model (S2D-ProM). Secure Software Development Process Model specifies multiple possible strategies to progress from one step to another step. The process proposes to conduct risk analysis during requirement specification, design, and implementation phases. Risk analysis, according to S2D-ProM, can be performed in different ways for each development phase. For example, error checklists or personal experience can be used in the requirement specification phase, model checking or design reviews can be used in the design phase, and testing or code reviews can be used in the implementation phase. S2D-ProM also provides multiple options while advancing from one development phase to another. For example, security standards or personal experience can be used to develop requirement specifications, a security modelling language or security patterns can be used to construct design from requirements, and secure coding rules or personal experiences can be used to develop source code from design. S2D-ProM does not specify whether only one strategy should be used while moving from one phase to another or multiple strategies can be used at the same time [16].

4.10 Team Software Process for Secure Software Development (TSP-Secure). TSP-Secure process consists of three components: planning for security, managing quality and security throughout the development life cycle, and educating developers about security related aspects. During the planning phase the team identifies security goals and produces a detailed plan to guide development. Development activities in the plan may include identifying security risks, eliciting security requirements, secure design, code reviews, unit testing, fuzz testing, and static code analysis. The team may choose any SSD activity as deemed necessary. The security manager manages all the security related activities in the system development [12].
These methodologies make use of formal methods for specification of requirements, design of models, verification of models and validation of properties. Formal methods are tools and techniques based on mathematical logic and are used in all phases of software system development life cycle.

5.1 Software Security Assessment Instrument (SSAI). Software Security Assessment Instrument is methodology based on resources and tools to help in developing secure software. The first resource of SSAI provides an online vulnerability database containing information about various vulnerabilities and their exploits and mitigations. The second SSAI resource is a security checklist that can be used to guide development process. Authors present details on how to develop such a checklist and potential items that can be included. The third resource is a list of publicly available static code scanning tools. SSAI also provides flexible modelling framework (FMF) which is a modelling tool. The FMF can be used to develop models and verify them for desired properties using model checking. By using this methodology, state explosion problems can be delayed. Lastly, SSAI provides a property-based testing tool (PBT) which uses the security properties specified in the security checklist or FMF as a basis to test the software[21].

5.2 Correctness-by-Construction. Correctness-by-Construction methodology makes use of formal methods at all the phases of development life cycle of software. In this approach, software systems are specified by using formal specification languages and the resulting models are verified and validated by using model checkers and theorem provers. Only security critical components of software systems are developed using formal methods by using this methodology [28][2][49].

6. DISCUSSIONS

This is not an exhaustive survey of all the techniques and methodologies. In this survey the focus is on more relevant and practical methodologies. Every methodology has merits and demerits. The methodologies presented in section 2 are model driven methodologies. These methodologies are suitable for those systems only where implementation platform is irrelevant. These methodologies are very good for systems where systems are distributed and run on different platforms. These systems require integration at different points in their deployment. For specific systems which require particular platform, these methodologies are not good choice. The methodologies described in section 3 are much better methodologies for designing secure software systems. These methodologies also have tool support to automate the development process. But these methodologies are lacking rigorous analysis. These are based on informal and semi-formal techniques. Requirements cannot be captured precisely in these methodologies due to ambiguities present in these techniques. Therefore, resulting systems are not consistent and hence leads to security breaches. The methodologies presented in section 4 are processes, frameworks or guidelines. These are good for guiding designers, engineers and managers. These methodologies describe guidelines for developing secure software systems. There is no tool support for these methodologies. Also, these methodologies do not have rigorous analysis mechanisms to improve the systems at design level. These methodologies do not have support for mathematical notations for describing the systems. Therefore, systems developed by using these methodologies may always be inconsistent. The methodologies described in section 5 are based on formal methods. Formal methods are mathematics based approaches for the specification, design, analysis, verification and validation of software systems. Since, these methodologies are based on mathematics, software systems can be specified, designed and analyzed rigorously. Hence, resulting systems are consistent, complete and unambiguous. These systems can also be verified automatically at the design level before implementation. Hence, reduces the cost of exhaustive testing. The systems can be validated by model checkers and theorem provers. But formal methods have very little applications in computer security as we saw in this survey. Formal methods have successful applications in the area of critical systems. Their use is very limited in industry due to lack of experts in this area.

7. Future Research Directions

A number of secure software development methodologies has been described in this survey. Formal methods are very good for the specification, design and analysis of software systems due to their rigorousness and analysis facilities. Formal methods should be used to software development process. But formal methods are very heavy and a lot of expertise is required to use them particularly to generate formal proofs of systems properties. Therefore, lightweight application of formal methods is highly recommended. A new methodology needs to be developed based on lightweight application of formal methods for developing secure software applications. Tool should be developed to automatically transform user requirements into formal specifications. A new methodology based on integration of formal methods should be developed. Because some formal methods are good for specification, some are good for design and some are good for verification and validation of properties. Therefore, a more complete and rigorous methodology based on integration of formal methods needs to be investigated.

8. Conclusion

A survey of secure development methodologies for software systems has been presented. The survey focussed on four types of methodologies consisting of model driven architecture, methodologies based on automatic tool support, methodologies without automatic tool support and methodologies based formal methods. A critical analysis of these methodologies is presented which can guide research to select any particular methodology according to his/her requirements. Future research directions are also highlighted.
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